CS 412 — Introduction to Machine Learning (UIC) January 30, 2025

Lecture 3

Instructor: Aadirupa Saha Scribe(s): Charis Hulu / Lokesh Boggavarapu

Overview
In the last lecture, we covered the following main topics:

1. Empirical Risk Minimization(ERM)
2. Hypothesis/Function Class
3. Linear Regression

4. Linear Regression with Regularization

This lecture focuses on:
1. Regression Models: Linear and Polynomial
2. Overfitting

Based on the building blocks of the previous lecture, we will explore how model complexity impacts
generalization, with a focus on linear and polynomial regression. Linear regression assumes a simple linear
relationship, while polynomial regression introduces higher-order terms for greater flexibility. Overfitting
occurs when a model is too complex, fitting noise in the training data and performing poorly on unseen data.
Using examples of low- and high-degree polynomial models, we illustrate the trade-off between minimizing
training error and ensuring good generalization.

1 Regression Models: Linear and Polynomial

1.1 Linear Regression

Definition 1 (Linear Regression Model). : Given a dataset with n data points and d features, linear regression
models the relationship between the input features x = [x1, %2, ..., x4| and the target variable y. The linear
regression model assumes the following form:

Y =wix, + weTg + -+ wyxqg + b
where:
* vy is the target variable,
* wi,Wwa,...,wy are the weights (coefficients) corresponding to each feature,

e b is the bias term,
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* X = [11,%2,...,x4| is the input feature vector.
In matrix form, the model can be written as:
y=wX+Db
where:
* y is the vector of target values for all data points,
* X is the matrix of input features, with each row representing one data point,
* W is the vector of model weights.

Linear regression aims to find the values of w and b that minimize the error in predictions across the dataset.

[ Theorem 1.1: Mathematical Representation of Linear regression model

Let fg”ea’" be a class of functions parameterized by § € ©, where © = R? x R',d € Z*. Then, a
linear regression model of the input X C RY is fe ]-"g"e“’", where

Fhnear = L fy R = R fo(z) =wlz +b, (w,b) € 6,w e RL,beR,Vz € X}.

. J

1.2 Example: Predicting House Prices

Let’s consider a simple example where we predict the price of a house (y) based on its size () in square feet.

y=wx+b

where z is the house size and y is the price of the house. We have the following data for 5 houses:

House Size (sq ft), z | Price (in $1000), y
1500 400
1800 500
2400 600
3000 700
3500 750

We want to fit a line to this data to predict the price based on the size of a house.

1.3 Objective: Minimizing the Error

The objective in linear regression is to minimize the difference between the predicted values 4 and the actual
values y. This is typically done using the Mean Squared Error (MSE) loss function:

1< .
MSE =~ (si — )
=1

where:

* g, is the actual value for the ¢-th data point,
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* §; = wx; + b is the predicted value for the i-th data point.

To find the optimal parameters w and b, we differentiate the loss function with respect to both w and b, and
then set the derivatives equal to zero. This results in a system of equations, which are solved to obtain the
values of w and b.

Exercise 1.1: Linear Regression

Solve the optimization problem for simple linear regression (with d = 1).

The optimized values for w and b should be the following
_ MY TYi — Y Tip Y
- 2
nyaf — ()
h— YW T

n

where:

* w is the weight (slope),
* b is the bias (intercept),

* n is the number of data points.

1.4 Polynomial Regression

Polynomial regression is a type of regression where the relationship between the input feature(s) and the
target variable is modeled as an k-degree polynomial.

Definition 2 (Polynomial Regression Model). Given a dataset with n data points and d features, polynomial
regression models the relationship between the input features x = [x1,x2, ..., x4| and the target variable
y. Unlike linear regression, polynomial regression assumes that the relationship between the features and
target is captured by a polynomial equation, allowing for curves instead of straight lines. The polynomial
regression model of degree k assumes the following form:

Y = wiTy + waTy + - -+ + waTq + W17 + warar 4o+ wprh +b

where:

* y is the target variable,

* wi,w2,...,wy are the weights (coefficients) corresponding to the features,
* b is the bias term (sometimes merged in the weight vector as wy),

* x = [x1,29,...,x4] is the input feature vector,

* p is the number of polynomial features, which depends on the degree of the polynomial k.
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The model allows the input features to be raised to powers, enabling the capture of non-linear relationships
between the features and the target variable.

e ~

Theorem 1.2: Mathematical Representation of Polynomial regression model

Let ]:gdy(k) be a class of functions parameterized by § € ©, where © = R? and () : R? — RP be a

polynomial feature map, p = (dzk%

input X C R%is a function f in

d,k € Z*. Then, a k-degree polynomial regression model of the

FEUE = {fp: RT = R | fo) = pu(2)Tw,w € 6,V € X}.

1.5 Example

For example, assume we have an input feature x with d = 3 features, and we want to apply a polynomial
regression model with degree k£ = 2. This means we will add squared terms, interaction terms, and linear
terms to our features.

The number of polynomial features created by w9 () is:

3+2
= :1

This results in 10 features for the polynomial regression model. The polynomial feature map ¢ () for d = 3
features is shown below. The corresponding weight vector w also has 10 parameters

S w0
x1 w1
T2 w2
z3 w3
_ a:% _|wy
p2(x) = :1:% w = ws
x% We
12 w7
r1x3 ws
| xox3 ] L W9 |
[ Theorem 1.3: Linear and Polynomial Models Relationship ]

. L . . . . ; ly(1
Linear regression is a special case of polynomial regression, that is, Fg”ea” = ]-"go v()

2 Opverfitting

Our goal in training a supervised machine learning model is not only to minimize the loss function on the
training data but also to create a model that generalizes well to unseen data. If the difference between the
training loss and test loss is too large, it suggests that the model fits the training data too closely and fails to
recognize patterns in the test data. In this case, the model is overfitting.
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To formulate this, we partition the dataset D into a training set Dy,qip, and a test set Dyes¢. Instead of finding
the optimal parameter # that minimizes the loss function £ on the entire dataset D, we aim to fit the model to
the training set, which can be expressed as:

é = arg min@ 'C(Dtrain; 9) = arg min@ m Z($7y)€Dtrain E(yv f(‘T? 9))

Once we have the optimal parameter 0, we can evaluate the trained model by calculating the difference

A~ A~

L(Diest; 0) — L(Dyrain; ). The larger this value, the more overfitting our model is.

Overfitting can be avoided using two techniques:
* Using simpler functions: Choosing simpler models helps prevent fitting noise in the data.

* Regularization: Adding a penalty to the model’s complexity encourages it to avoid overfitting by
limiting how much it can adapt to the training data.

2.1 Using simpler functions

A key cause of overfitting is using a model that’s too complex. In polynomial regression, a higher-degree
polynomial can fit the training data very closely, capturing even minor variations or noise. While this lowers
the training error, it often results in poor performance on new data. In Figure 1, we compare polynomial
regression models with degrees 1 (linear regression) and 15. The lower-degree model has higher training
error but captures the main patterns, fitting the test data well. On the other hand, a higher-degree polynomial
can overfit, creating a very flexible curve that fits the training data well but doesn’t perform as well on the test
data. This shows the trade-off between model complexity and generalization.

° ° [ ] = rY
L
(a) 1-degree polynomial regression. The model (red (b) 15-degree polynomial regression. The model
line) fits the training set (left) while still capture the (red curve) fits the training set well (left) but performs
pattern of the test set (right) poorly on the test set (right).

Figure 1: Comparison of simple and complex polynomial regression models.

2.2 Regularization

Regularization is another technique used to prevent overfitting by adding a penalty to the complexity of the
model. This penalty discourages the model from fitting the noise in the data and helps it generalize better to
unseen data.

There are two common types of regularization techniques:
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* L2 Regularization (Ridge Regression): In L2 regularization, the penalty term that is added is
proportional to the square of the weights. The objective function becomes:

n d

1 X
J(0) = i Z(yi —9i)* + )\29]2'
i=1 j=1

where A is the regularization parameter, and 6; are the model weights. The larger the value of A, the
stronger the penalty on the weights, forcing them to be smaller.

* L1 Regularization (Lasso Regression): In L1 regularization, the penalty term that is added is
proportional to the absolute value of the weights. The objective function becomes:

n

d

1 .

J(0) = ﬁZ(yi —§)” + A 161
i=1 j=1

This regularization technique helps simplify the model by making some of the weights zero, which
effectively selects the most important features

Regularization helps balance between fitting the training data well and creating a model that works well on
new, unseen data.

Next Lecture

The next lecture will cover the following topics:

(i) Logistic Regression

(ii) Multiclass Logistic Regression (MLR)
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